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ABSTRACT

Atomic Web services may not always provide solutions for business requests. In such cases,

several services are integrated to create new composite services with added value. Establishing

message exchange between related but independently developed Web services is a key challenge

faced during Web service composition. This difficulty is often due to the difference in the schema of

the messages of the Web services involved. Data mediation is required to resolve these challenges.

To achieve this, we define a formal model for data mediation that considers the names and types

of the message elements. Based on this model, we propose methods for resolving different kinds

of message-level heterogeneities.
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CHAPTER 1

INTRODUCTION

The research behind this thesis concentrates on facilitating composition of diverse but related Web

services through data mediation. This chapter presents the need for data mediation in the context

of Web services and introduces the process through which we aim to achieve inter-operation of the

Web services.

1.1 MOTIVATION

A successful business is one that is able to provide more by utilizing the resources already avail-

able to it instead of creating new resources with every new consumer requirement. One approach to

achieve this is by using the Service Oriented Architecture [42] that efficiently delivers various func-

tionalities by reusing and merging the existing Web services. The SOA triangle which is formed

by the service provider, registry and consumer is shown in Fig. 1.1.

Figure 1.1: The SOA model composed of Web service provider, Web service consumer and the
service broker

1
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Web services are hosted independently across distributed systems. They allow interaction

between machines over a network by letting the applications exchange data. In cases where a

business goal cannot be achieved by a single Web service, multiple Web services could be used to

achieve the same. This process of combining several Web services to produce a service of greater

value is called Web service composition. Web service composition has been a research interest for

several years now, with recent focus being on automatic Web service composition techniques.

While it is safe to assume that Web services are interoperable at the syntactic level (in terms

of the languages used for representing the message schema), more often than not, message-level

heterogeneities exist between them since different Web services are created and published by dif-

ferent vendors. The message level heterogeneities could be of the semantic or structural type.

Semantic heterogeneities occur when similar message elements of two different Web services are

represented with different names, and structural heterogeneities occur when there is a difference

in the data types or structures of the message elements. Many more Web service compositions can

successfully be created by resolving these heterogeneities.

The process of making the Web services interoperable by transforming the output message

of the predecessor Web service into the input message of the successor Web service, is called

data mediation. An approach for performing the data mediation to resolve these heterogeneities is

proposed in this paper and suitable test cases are also presented to evaluate the approach.

1.2 CONTRIBUTIONS

The primary goal of this research is to enable message exchange between any Web services that

are otherwise unable to do so because of the heterogeneous nature of their schemas. The goal is

achieved through a sequence of steps that lead to the following contributions:

• We define the mediation problem as a novel, formal mathematical model. This model accom-

modates all the sufficient and necessary information that is required from the Web services

to perform data mediation.
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• We use a middleware-based service based on the data mediation model to resolve the

message-level heterogeneities. We call this service the Translator service.

• We show how each of the different types of message-level conflicts that are identified by

Nagarajan et al [36] may be resolved using our data mediation model.

• We validate the translator Web service and hence the data mediation model with the support

of various test cases that we constructed or obtained externally.

1.3 STRUCTURE OF THIS WORK

This document is organized as follows. Chapter 2 outlines the Web service composition process

and the known message-level heterogeneities that hinder the Web services from being composed.

It also summarizes the previous research on data mediation. Chapter 3 explains the proposed data

mediation model and its components. Chapter 4 describes the various types of message-level het-

erogeneities that can exist between two Web services and illustrates how these are solved. Chapter

5 demonstrates the implementation and evaluation of the translator service. Chapter 6 concludes

the document with some discussion and possible future work.



CHAPTER 2

BACKGROUND AND RELATED WORK

We have learned that data mediation is required to make related but dissimilar Web services par-

ticipating in a Web service composition inter-operable. To understand the context of this research

better, in this chapter, we present an overview of Web service composition and the message-level

heterogeneities in it. We also discuss the past attempts in resolving heterogeneities between Web

services.

2.1 WEB SERVICE COMPOSITION AND DATA MEDIATION

Long gone are the days when applications were localized software programs. With the rise of the

Internet, applications became Web applications using Web services that are published and available

over the World Wide Web. These are not only machine independent but are also platform indepen-

dent and support many programming language. This reduces redundancy to a great extent because

a service providing some functionality can be created just once and reused by all applications

rather than manually incorporating those functions in every application. Web services have gained

wide popularity because of their reusability and their ability to allow exchange of data between

applications across a network. A Web service is associated with three entities: the service provider,

the service registry and the service consumer. The service provider describes the operations of a

Web service and its address with the help of the Web Service Description Language (WSDL) [20].

Web services exchange message using the Simple Object Access Protocol (SOAP) [17] and they

are listed in the registries implemented using Universal Description, Discovery and Integration or

UDDI [12].

4
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Some Web services provide functionality by combining the functionalities of several other

Web services. This is the process of Web service composition. Two approaches to composing Web

services are orchestration and choreography. In an orchestration, there is a central orchestrator that

controls the order in which the Web services are invoked and the operations in the composition in

order to accomplish a goal. The individual Web services act as independent services and are not

aware that they are a part of a composition. Fig. 2.1(a) represents an orchestration.

Business Process Execution Language for Web Services or BPEL4WS [5] is an orchestration

language for describing how Web services should be composed into processes. These processes

can later be executed with the help of orchestration engines such as ActiveBPEL [1], Oracle BPEL

Process Manager [9] and others. A typical BPEL process includes information on how the Web

services in the composition interact, how the messages are exchanged between them and how to

handle exceptions if and when they occur. BPEL4WS contains activities such as ’invoke’, ’receive’,

’reply’, ’assign’ and ’wait’ that will be used by the central controller to coordinate the process.

Figure 2.1: Service Composition a) Orchestration, where a central coordinator provides a con-
trolled environment b) Choreography, where the functionality is delivered through a collaborative
effort of individual Web services. Both types of service composition might require data mediation

In a choreography, the central coordinator is absent. The Web services know their roles in the

composition. For the process to be successful, the individual Web services should be made aware

of the operations to execute, what messages to exchange and more importantly when to exchange

the messages. This makes fault handling in orchestration easier than in choreography. Fig. 2.1(b)
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depicts choreography. Web Service Choreography Interface [14] and Web Service Choreography

Description Language [13] are examples of choreography languages.

Over the years, many approaches have been developed for Web service composition. Microsoft

Biztalk [8] and BEA WebLogic [4] are composition engines used when the Web services and

the way in which they are going to interact with each other are pre-determined. This kind of

composition technique will work only when the components of the composition are static. Other

composition techniques are not this restrictive and work in dynamic environments. E-Flow [19],

StarWSCoP (Star Web Services Composition Platform) [51], METEOR-S [16], WebTransact [44],

DynamiCoS [29] [49] and SeGSeC [23] are dynamic Web service composition approaches. SELF-

SERV [48] is a framework for composing Web services in a declarative manner. SWORD [46]

creates rule-based Web service compositions where a Web service is treated as a rule. There are

many Web service composition techniques based on AI planning methods. RET-SINA [16] and

SHOP2 [52] are planning systems for Web service composition based on Hierarchical Task Net-

work. Doshi [21] and Gao [24] have presented Web service composition techniques by applying

MDPs(Markov Decision Processes).

Although there are minimal problems of incompatibility at the software environment level and

Web service composition seems like an easy process, issues at the message-level often exist. By

message-level heterogeneity, we mean the difference in terms of semantics, structure and syntax,

of the messages being exchanged. The terms that are repeatedly used in a definition of a message-

level conflict would be concepts, attributes or data types. In the example of a Web service message

schema given below in Fig. 2.2, “Institution” is the concept, “Name” and “Population” are the

attributes, and “String” and “Integer” are their corresponding data types.

Nagarajan et al. [36] have further classified semantic and structural heterogeneities as attribute

level incompatibilities, entity or concept level incompatibilities and abstraction level incompatibil-

ities as shown in Fig. 2.3. Methods for resolving each of these conflicts have been implemented in

this paper. A brief description of the types of message-level incompatibilities as defined in [36] is

provided below.
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Figure 2.2: A sample Web service message schema from the WSDL of a test Web service

Figure 2.3: Classification of message-level heterogeneities by Nagarajan et al. [36]

2.1.1 ATTRIBUTE LEVEL INCOMPATIBILITIES

Attribute level incompatibilities are those that occur in attributes that are semantically similar but

are different in terms of their description and structure. Some of the attribute level incompatibilities

are naming conflicts, data representation conflicts and data scaling conflicts.

Naming conflicts among attributes occur when two semantically similar attributes are called by

different names. An example for attribute level naming conflicts is the following:
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WS1: Student (Name, Grade)

WS2: Student (Name, Score)

Note that in the above example,WS1 represents its output message andWS2, its input message.

This would be the format used in all future examples. Even though the names are different, ’Grade’

and ’Score’ are semantically similar or related, and it would be correct to pass on the value of

’Grade’ to ’Score’ with a simple transformation if needed, if WS1 and WS2 are in a composition.

Data representation conflicts exist between attributes when semantically similar attributes are

conflicted by their datatypes or how they are represented. For example

WS1: Student (Name, Grade), (String, Float)

WS2: Student (Name, Score), (String, Int)

In the above case, even though ’Grade’ and ’Score’ are semantically similar, their datatypes are

different.

Data scaling conflicts are said to occur when the difference in representation or format of data

can be resolved by processes like scaling or shifting of the data based on some context information.

For example,

WS1: Object (Length, Width), (Float, Float)

WS2: Object (Length, Width), (Float, Float)

Consider that the SAWSDL (Semantic Annotations for WSDL) [27] model references of both

attributes in WS1 points to an URI “http://sweet.jpl.nasa.gov/2.0/sciUnits.owl#meter” and the

model references of both attributes inWS2 are “http://sweet.jpl.nasa.gov/2.0/sciUnits.owl#centimeter”.

This shows that WS1 is expecting the values of its attributes in ’meters’ and WS2 is expecting it

in ’centimeters’. The heterogeneity between the two messages can be resolved by converting the

attributes of WS1 to WS2 using the appropriate scaling rule.
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2.1.2 CONCEPT LEVEL INCOMPATIBILITIES

These incompatibilities occur when semantically similar entities are represented with different

names or different structures. Concept level incompatibilities could be classified as Naming con-

flicts or Schema Isomorphism conflicts.

Similar to Naming conflicts in attributes, concept level Naming conflicts occur when two

semantically similar entities are called by different names.

WS1: Institution (Name, Population)

WS2: University (Name, Population)

In the given example, though ’Institution’ and ’University’ are semantically similar, the two

Web services will be rendered as not composable since the entities have different names.

Schema isomorphism is a type of structural heterogeneity that occurs when semantically sim-

ilar concepts have dissimilar number of attributes. An example of Web services having a schema

isomorphism conflict is given below:

WS1: Institution (Name, AptNo, StreetAddr, City, Zip)

WS2: University (Name, Address)

Even though the concepts ’Institution’ and ’University’ are semantically similar, they have

unequal number of attributes. Direct mapping of attributes based on their names and datatypes will

not be possible in this case. Additional context information will be necessary for mediation in this

case.

2.1.3 ABSTRACTION LEVEL CONFLICTS

Sometimes, semantically similar concepts from a domain are placed at different levels when rep-

resented in different schemas. When they are used as concept names in messages, it prevents the

Web services involved from participating in a composition even though they are typically repre-

senting the same kind of information through their attributes. Also, the kind of incompatibilities

we saw so far were between the same kinds of schema elements, i.e., they were at the concept level
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or at the attribute level. Abstraction level incompatibilities can occur between an concept and an

attribute when an concept in one message schema is modeled as an attribute in another. General-

ization conflicts, aggregation conflicts and attribute-entity conflicts are types of abstraction level

incompatibilities.

Generalization conflicts occur when semantically similar concepts are represented with dif-

ferent names, one more general than the other. An example of generalization conflict is given

below:

WS1: PhDAlumnus (Name, Dept, Email, Website)

WS2: Alumnus (Name, Dept, Email, Website)

’Alumnus’ and ’PhDAlumnus’ are different labels but ’Alumnus’ is a generalization of the

concept, ’PhD Alumnus’. Therefore, it is possible that both the entities could be holding infor-

mation about the same candidate but are assumed to be otherwise due to the difference in their

representation.

Aggregation conflicts occur between messages when a collection of the concept in one repre-

sents the concept in another or when an concept in one message can be considered as a part/division

of the concept in another. An example of aggregation conflict is presented below:

WS1: UndergraduateStudent (Name, ID, Dept, Email)

WS2: StudentBody (Name, ID, Dept, Email)

A student body is made of graduate students, undergraduate students, etc. Therefore, the con-

cept “UndergraduateStudent” is a division of the concept “StudentBody”.

Attribute-entity conflicts happen when a concept in one message schema is an attribute in

another. Consider the following example,

WS1: Resident (Name, Address, Phone)

WS2: AreaInfo (Resident, Address, Phone)
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The concept “Resident” in WS1 is present as an attribute in WS2. Unlike the other message-

level conflicts, this conflict cannot be mediated in a straight forward manner. The resolution of the

Attribute-Entity conflict is described in detail later.

The given message-level conflicts describe situations where semantic correspondences can

be found between heterogeneous attributes/concepts. Once, these attributes/concepts have been

matched, a mapping is required to actually transform one attribute/concept to the format of another.

Some languages used for representing these mappings are XQuery [40] and XSLT (Extensible

Stylesheet Language Transformations) [15]. The next section presents the past endeavors in data

mediation.

2.2 PREVIOUS WORK

Much of the previous works in mediation have concentrated on schema mapping techniques [45]

and there is a lack of well-rounded research on Web services in the context of data mediation. Web

Services Modeling Ontology or WSMO [22] is a conceptual framework for semantic Web services.

Web Service Modeling Language (WSML) [28] is an ontology language that supports the WSMO

architecture. The main constituents of the framework are Ontologies, Web Services, Goals and

Mediators. Mediators are used when heterogeneous situations arise. The different types of medi-

ators defined by WSMO are OO Mediators, GG Mediators, WG Mediators and WW mediators

where O stands for ontology, G for goal and W for Web service. WSMX (Web Services Modeling

Execution Environment) [25] [39] is an implementation for the WSMO framework that lets service

providers register their services with it and requesters to discover and invoke Web services. The

data mediator component of WSMX implements only the OO mediator from the WSMO spec-

ification. Cabral and Domingue [18] propose a broker-based mediation approach following the

WSMX framework, to compose semantic Web services. Contrary to the WSMX implementation,

this research focuses on mediation between WSDL Web services.

Mrissa et al. [35] present an approach based on their context model [34] to extend WSDL spec-

ifications to allow inclusion of context information for resolving semantic Web services. Another
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context based mediation approach [32] for BPEL processes uses the COIN (Context Interchange)

lightweight ontology that describes generic concepts. XPath functions are used to perform trans-

formations based on the context differences between the service descriptions. The idea of using a

common ontology to support mediation between Web services has been partially used in our paper

to resolve the data scaling conflicts.

Li et al. [31] describe an algorithm for classification, detection and resolution of semantic

conflicts in OWL ontologies. The conflicts defined in this paper are somewhat parallel to the

message-level conflicts defined by Nagarajan et al. [36] who have proposed an approach for data

mediation that utilizes the SAWSDL schemaMapping attributes. Using the mapping defined in

the liftingSchemaMapping attribute, the output message of the first Web service is mapped to an

ontology instance and then the ontology instance is transformed to the input message of the second

Web service, using the loweringSchemaMapping mapping.

BPEL for Semantic Web Service or BPEL4SWS [38], an extension of BPEL 2.0 aims at mes-

sage exchange independent of WSDL. Its mediate element is an extension of the BPEL Assign

operator and is helpful for ontology based mediation [37]. BPEL4SWS and ontology based media-

tion are implemented in the SUPER project [11]. WSIRD [50] is a rule based engine that analyses

OWL-S descriptions to transform a message into the format of another. Leitner et al. [30] present

several mediation strategies that have been fused into their Web service invocation framework

DAIOS [41], to resolve interface level conflicts. The authors claim that their approach is more

flexible than other middleware-based mediation approaches because unlike those approaches, the

communication between the client and the provider is not disconnected.

Since, the mediation technique proposed in this paper is independent of the schemas of the

messages exchanged; any two related Web services whose WSDL definitions are accessible may

be mediated. A mathematical model for data mediation is defined and transformation rules are

created dynamically using the model.



CHAPTER 3

A FORMAL MODEL FOR DATA MEDIATION

In a typical Web service composition, the output message of the first Web service is fed as the

input for the second one along with any other data in hand. As it has been mentioned before,

mediation will be required if there is a mismatch between the output message of the first Web

service, the message on hand from previous invocations and the input message that the second

service is expecting.

The choice of Web services taking part in a composition is variable. It is not practical to have

individual Web services tailor made to perform particular functions nor is it possible to dynamically

modify a Web service to handle data mediation implicitly. Based on these facts, it is preferable to

have an external mediator service map the two messages involved. This thought lead to the deriva-

tion of a general data mediation model that will allow many of the previously incompatible Web

services to be more inter-operable. The derived definition for the data mediation problem serves

as the interface for a translator Web service, which will identify the type of message heterogeneity

that exists between the two Web services under consideration, and then provide a set of semantic

and structural rules to transform the output message of the predecessor Web service into the format

of the input message of the successor Web service.

The different types of message-level heterogeneity include Naming Conflicts, Date Represen-

tation Conflicts, Data Scaling Conflicts, Schema Isomorphism conflicts, Generalization, Aggrega-

tion Conflicts, and Attribute-Entity conflicts. The different conflicts are further categorized on the

basis of the contextual information needed for solving them. XSLT is used for writing the rules for

transformation. The various conflicts and their resolution have been explained later in this paper.

Our mediation model is described in detail in the next section.

13
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3.1 DATA MEDIATION PROBLEM DEFINITION

The data mediation problem has been formally defined as follows:

MD =<WS1, WS2, M1, M2, Mh, T>

WS1 and WS2 are the Web services that need mediation i.e. the output message M1,

of WS1 needs to be transformed to input message M2, of WS2. Mh is the message available if M1

is insufficient for mediation. There may be cases where WS2 needs data from the mediated WS1

as well as some external source. Mh is assumed to be this external source.

A message M is a tuple, M =<MS, MR>, where MR is the format of the message representation

and MS is the message schema which is composed of concepts, attributes and their datatypes.

Hence, message schema can be represented as MS =<C, A, D>. Any concept C can be further

broken down into C =<NC ,MRC>, whereNC is the name of the concept andMRC is a reference

to a semantic model or another Web service itself. Similarly, any attribute can be represented as

A =<NA, MRA>. D =<N, R> contains information on the corresponding datatypes of all the

attributes. Here, N is the set of all datatypes’ names. For example: The values in N could be

Int, String, etc. R is the set of corresponding restrictions on the values that a particular attribute

can hold. When XSD (XML Schema Definitions) is used to describe the Web services’ schema,

there is a provision to define acceptable values for the attributes present. These are called XSD

restrictions/facets. They are particularly helpful when resolving data representation conflicts.

T : M1 x M2 x Mh → ρ is the translation function that provides the set of semantic and

structural rules, ρ, for transforming M1 and Mh into M2.

3.2 TRANSLATION FUNCTION

Often, the output of one Web service is translated to the input of another by using custom made

service-specific or domain-specific mappings. As the name suggests, these mappings have very

limited functionality; in the case of service-specific mappings, new mappings have to be created

every time new services are created while domain-specific mappings may be inapplicable beyond
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that particular domain. This is what our translation function aims to overcome. Other mappings

are based on the underlying structure of the schema but our translation function is independent of

the it and uses only the schema components to arrive at the mapping dynamically. Any two Web

services whose messages are resolvable can be mediated with the help of this function.

In the previous section, the translation function was defined as T : M1 x M2 x Mh → ρ.

Programmatically, this means that the messages M1, Mh and M2 will be the input to the translator

Web service which will produce the rule set as its output. The rule set is an XSLT style sheet

providing the template to transform one message into another. This template will be applied to

the output SOAP message of WS1. The SOAP message and the message M in the data mediation

problem definition are not the same and cannot be used interchangeably.

From the definition of the data mediation problem, a message is M =<MS, MR> and its

schema is MS =<C, A, D>. The values for the components in the message schema MS is obtained

from parsing the WSDL documents of the two Web services involved in the data mediation process.

The values of the components of a message schema MS are used to check if one or more of the

earlier mentioned message-level conflicts exist and whether or not they can be resolved. If the

conflicts that exist are all resolvable, then the XSLT template to do the actual transformation is

created. To understand how we arrive at the rule set for performing the translation, we need to look

into the translator Web service and the Web service composition that acts as the translator Web

service’ client in detail.

3.3 TRANSLATOR SERVICE

In the process of fashioning a more versatile method for resolving the message-level hetero-

geneities in Web services and to avoid having to create and store custom mappings for individual

Web services or Web services in similar domains, we have arrived at an independent middleware-

based Web service which can mediate two Web services based on certain conditions. Suppose,

there are two Web services WS1 and WS2 that are going to participate in a Web service composi-

tion. Then the translation function T theoretically represents the functionality of the translator Web
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service i.e. it uses the messages M1 (from WS1), M2 (from WS2) and occasionally Mh that holds

outside information, to make a rule set ρ that will mediate WS1 and WS2. Fig. 3.1 is an abstract

representation of the translator Web service depicting the inputs it is expecting and the output it

gives out.

Figure 3.1: Model of the translator Web service showing its inputs and output. Here, M =<MS,
MR> according to our data mediation model. The message schema MS =<C, A, D> comprises of
concepts, attributes and datatypes, and MR is the message representation format

A situation where the translator Web service is going to be used to mediate two Web services

can be seen as a sequence where the invocation of Web services is in the order: WS1, Translator

Web service and WS2. This sequence is shown in Fig. 3.2.

Figure 3.2: The sequence of invocations controlled by the composition acting as both the orches-
trator and the translator WS’s client

Modern practices would use a BPEL process to define this sequence of invocation but we have

used Java. BPEL is portable and can be easily monitored but despite its general advantages, the

Java process proved to be the right fit than BPEL for this implementation because it was easier

to use the simplicity and expressiveness of Java to program the mediation function rather than

extending BPEL to incorporate data mediation. This composition serves a dual purpose which is

being the orchestrator that mimics the behavior of a BPEL process and acting as the client for the

translator Web service.
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After WS1 returns its output message, the preparations necessary for invoking the translator

service are done. This primarily involves parsing the WSDL file of WS1 and WS2. From the

WSDL definition of the translator Web service in Fig. 3.3, we can see that it adheres to the defined

data mediation model and it also gives us an idea as to what the translator Web service is expecting

as its input. This chapter is divided into two sections based on what happens before invocation of

the translator Web service and what happens after. The following section describes the processes

necessary and prior to invoking the translator Web services.

3.3.1 BEFORE INVOKING THE TRANSLATOR WEB SERVICE

The API of Apache AXIOM [3] is used to parse the WSDL definitions of the two Web services

that require mediation. This API lets us conveniently exploit the tree structure of the WSDL file

through the method of pull parsing. The advantage of this method of parsing is in how it allows

iteration through the XML structure repeatedly and in how the tree and its various sub-trees can be

used as variables in any method that is handling them.

Suppose Fig. 3.4, is the WSDL definition of one WS1. Here is the summary of how the WSDL

document is pull-parsed to obtain instantiations for the components of messages M1 and M2.

1. Create two AXIOM document elements out of the two WSDL definition documents and pass

them one by one to the local method that will parse them.

2. Next, the parser will be asked to find the WSDL element portType. If the document element

was tagged as “WS1”, the name of output message is returned and if it was tagged as “WS2”

then the name of the input message is returned.

3. Now, the parser will locate the WSDL element “message” corresponding to the names of the

messages returned in the previous step. This is necessary to obtain the XSD element that is

abstractly defining the data that will be transmitted or received.
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Figure 3.3: The WSDL of the Translator Web service. The input message schema is based on the
defined formal mediation model. Output is the XSLT transformation rules returned as a string.
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Figure 3.4: The WSDL of a test Web service

4. The XSD element’s name is theNC in the data mediation problem definition. Had there been

reference to any semantic model using SAWSDL, then that would serve as the MRC in the

same definition.
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5. The WSDL element “types” provides the message schema definitions and by iterating

through the “types” element, we are able to obtain the attributes A =<NA, MRA> and their

corresponding datatypes D =<N, R> for the messages M1 and M2.

The XSD datatype restrictions corresponding to the restrictions R in D =<N, R> are a prede-

fined finite number. Based on what kinds of restrictions are mentioned for each attribute A in the

WSDL definition, the values of its R are encoded with a set of characters in order to facilitate their

manipulation inside the translator Web service. The way in which restrictions are encoded here is

by using the first three characters of the type of restriction(s). Then, this encoding is used as the

value for R. For example, if there is a restriction on length for a particular attribute, then its R will

be set with “len[min-max]” where ’len’ represents the type of restriction and the ’min’ and ’max’

values give the range of the length. The other restrictions are handled in a similar manner. The

values for MR, which would be URIs, are manually set and it is assumed that they will be the same

for WS1 and WS2. Now, the process of parsing values for messages M1 and M2 is complete and

the translator Web service is ready to be invoked.

3.3.2 POST INVOCATION OF THE TRANSLATOR WEB SERVICE

After the translator Web service is invoked, the input messages M1 and M2 are used to create two

AXIOM document elements that will hold the messages as XML tree structures. Out of the two

components MS and MR of a message M, MS is largely used in the data mediation process inside

the translator Web service. The next step in the process is checking if one or more of the various

message-level conflicts exist between the two messages. It is necessary that every conflict that is

present is resolved. So, if even one of them cannot be resolved, then the heterogeneity problem

between the two Web services is declared irreconcilable.

The search for conflicts always starts with checking if there is a naming conflict between the

two concepts C1 and C2. The mediation process is abandoned here if the concept names could not

be matched either syntactically or semantically, and the next conflict is addressed if it is other-

wise. Intuitively, the next conflict to be checked for and resolved if possible would be the naming
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conflicts for attributes. This is the next step taken when the number of attributes is same for both

the messages while certain exceptions in matching are made when the number of attributes is

different. After the Naming conflicts are verified, the rest of the conflicts such as Date Representa-

tion Conflicts, Data Scaling Conflicts, Schema Isomorphism conflicts, Generalization, Aggregation

Conflicts, and Attribute-Entity conflicts are also handled.

The key to resolving these conflicts lies in intelligently constructing the transformation rules

as and when a type of conflict is identified. Since the translator Web service is operating indepen-

dently, and because the message schema of two services requiring mediation are broken down to

and accessed at the attribute level, we are able to efficiently achieve the automation of the produc-

tion of the rule set for transforming one message into the format of another. The description of

each conflict along with when it is resolvable and how it is resolved is given in Chapter 4. The

order in which the conflicts are handled and how the set of rules for transformation is built is also

shown in the following chapter.

The transformation rules are built as an XML structure using the StAX-based [7] builder in

the Apache AXIOM API. At the end of the process of identifying the conflicts, if it was inferred

that they can be resolved, then the translator Web service returns the transformation rule set as its

output. It should be noted that the actual transformation of one message into another format has

not occurred yet but only the rules for transformation have been created.

The output of the translator service is stored as an XSLT file that will be applied on the output

SOAP message of WS1. The output of this transformation is an XML structure that can be used as

the input SOAP message for WS2 after slight modifications such as adding the envelope, names-

paces, etc. However, in the current implementation where WSDL2Java Web services are used, the

values for the message elements are first pulled from the XML structure and then individually

assigned. This individual assignment of values for the elements is similar to the ’Assign’ func-

tion in BPEL. If WS2 is successfully invoked using the message obtained through the mediation

process, we know that the data mediation problem between the two involved Web services was

successfully resolved by the translator Web service.



CHAPTER 4

CONFLICTS AND RESOLUTION

In chapter 2, we summarized the different message-level heterogeneities identified by Nagarajan et

al [36]. In this chapter, we provide the techniques that our translator Web service explained earlier,

uses, for resolving each of these message-level heterogeneities. We assume that Web services are

specified using SAWSDL thereby allowing model references, if needed.

4.1 ATTRIBUTE LEVEL INCOMPATIBILITIES

The methods for resolving various attribute level conflicts are presented below.

4.1.1 NAMING CONFLICTS

We use the example provided earlier in Chapter 2 for naming conflicts in order to describe its

resolution,

WS1: Student {(Name, Grade), (String, Int)}

WS2: Student {(Name, Score), (String, Int)}

Both Web services are about the same concept ’Student’. They also have the same number of

attributes. However, one of the attributes does not have the same name as another. So, there is a

naming conflict present. Even though the names are different, ’Grade’ and ’Score’ are semantically

similar, and it maybe likely correct to use the value of ’Grade’ for ’Score’ since the datatypes are

identical. This means that the naming conflict is resolvable if the translator WS can identify the two

attributes as being synonyms of one another with the help of a lexicon, thesaurus or a semantic

reference. We use WordNet [33] for this purpose. Hence, if we are able to match every attribute

22
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from WS1 directly or semantically to one or more attributes in WS2, then we have resolved the

naming conflict for attributes. It should be duly noted that, it is not sufficient if just the attribute

names are matched i.e. we must ensure that the attributes are referring to the same concept. To

understand this, consider the following example:

WS1: Student {(Name, Grade), (String, Int)}

WS2: Game {(Name, Score), (String, Int)}

The attributes could be seen as semantically similar in the case given above but they do not

pertain to the same concept and it would not make sense in using the values of ’Name’ and ’Grade’

from WS1 to instantiate ’Name’ and ’Score’ in the input message of WS2. Therefore, this type of

naming conflict cannot be resolved.

4.1.2 DATA REPRESENTATION CONFLICTS

Consider the example,

WS1: Student {(Name, Grade), (String, Float)}

WS2: Student {(Name, Score), (String, Int)}

In the above example, even though ’Grade’ and ’Score’ can be matched to be semantically

similar, their datatypes are different. WSDL definitions use XSD datatypes. So, the datatype of

any attribute comes from a set of finite number of datatypes and we have complete knowledge of

each datatype in terms of what kind of values it represents, the range of values it can take, the

restrictions on it, etc. The following paragraphs explain how data representation can be resolved.

The first step in this process would be checking if the semantically matched attributes are

representing the same type of data. A datatype falls under one of these categories: numeric, string,

date/time, URI, byte or object type. If the two attributes under consideration have datatypes in

the same category/type, then there is a chance that the conflict could be resolved. If they don’t fall

under the same category, then the process is exited and the data mediation problem between the two
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Web services is declared irreconcilable. However, an exception is made when the two datatypes

being matched are ’String’ and ’URI’/’anyURI’.

Sometimes, data that are not of string type is represented as a string. If an attribute of a string

datatype and that of another datatype have semantically similar labels, then the value of one maybe

assigned to another if their names are semantically similar and both their model references are

referring to the same entity. Since the data itself is not available, it is risky to make assumptions on

the kind of data (int, float, date, etc) that the string attribute is holding. Therefore, we do not assign

values from an attribute of a string datatype to that of numeric or date type, but we do so the other

way round.

Even if the datatypes are representing the same type of data, the actual values that an attribute of

that datatype is allowed to hold differ widely. For example, even though ’int’ and ’long’ represent

numeric data, ’int’ holds 32-bit signed integers whereas ’long’ can hold 64-bit signed integers.

Furthermore, even when the length of data it can hold is same, the range of values it is allowed

to have can be different. For example, ’int’ and ’unsignedInt’ are 32-bit long but ’unsignedInt’

cannot have negative numbers as its value. Similarly, there is a difference in datatypes in terms of

datatypes that allow decimals and those that do not. Keeping in mind that the actual data from the

output message of WS1 is not available to the translator WS, all these factors become crucial in

resolving the data representation conflict. The translator WS first checks if the datatypes are of the

same category; then it checks the range/pattern of values both the datatypes are allowed to hold.

Suppose, the two attributes a1 and a2 being currently matched from M1 and M2 have datatypes

d1 and d2 correspondingly. For numeric types, if Range-of-values (d2) ≥ Range-of-values (d1),

then the conflict can be resolved. In the case where d2 does not allow decimals in its values but d1

does, the value from a1 can still be passed on to a2 through the use of rounding, or floor or ceiling

functions. Based on this explanation, the list of acceptable d1 when d2 is of a certain type is given

below:

When category is numeric:

if d2=decimal or double or float or integer, then accept values from d1=any numeric type
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if d2=int, then accept values from d1=float, unsignedShort, byte, unsignedByte

if d2=long, then accept values from d1=decimal, float, int, short, unsignedInt, unsignedShort,

byte, unsignedByte

if d2=nonNegativeInteger, then accept values from d1=positiveInteger

if d2=nonPositiveInteger, then accept values from d1=negativeInteger

if d2=short, then accept values from d1=byte, unsignedByte

if d2=unsignedInt, then accept values from d1=int, short, unsignedShort, byte, unsignedByte

if d2=unsignedShort, then accept values from d1=byte, unsignedByte

When category is string:

if d2=string or normalizedString, then accept values from d1=any string type

if d1= not string type, then accept values if the attribute names are semantically similar and

model references refer to the same entity

When category is URI:

if d2=anyURI, then accept values from d1=string

When category is date/time:

if d2=gDay, then accept values from d1=date, dateTime by separating the ’Day’ part from them

if d2=gMonth, then accept values from d1=date, dateTime by separating the ’Month’ part from

them

if d2=gMonthDay, then accept values from d1=date, dateTime by separating the ’Month-Day’

part from them

if d2=gYear, then accept values from d1=date, dateTime by separating the ’Year’ part from them

if d2=gYearMonth, then accept values from d1=date, dateTime by separating the ’Year-Month’

part from them

if d2=date, then accept values from d1=dateTime by separating the ’Date’ part from it

if d2=time, then accept values from d1=dateTime by separating the ’Time’ part from it

The second part of resolving data representation conflict involves matching the XSD restric-

tions on the datatypes. Checking is done to ensure that they have the same kind of restrictions and
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that Range/Length-of-values (d2) ≥ Range/Length-of-values (d1). To reiterate, since we do not

have access to the data itself, we avoid any situation that leads to mediating the two Web services

when it is not possible offline. The data mediation problem is considered irreconcilable if there is

a restriction on d2 while there is none on d1.

4.1.3 DATA SCALING CONFLICTS

Despite the fact that two attributes under consideration for mediation are semantically similar and

have the same datatypes or datatypes that can be mediated, there can be conflicts in the scale of

the data. There is more than one way this can occur. A simple example would be when there is

one attribute in the output message of WS1 representing currency in one form (Eg:-USD) and the

attribute representing currency in the input message of WS2 is expecting it in another form (Eg:-

Euro). It is the same case when data needs to be represented in different metric systems in different

Web services. This type of conflict where the difference in representation/format of data can be

resolved by processes like scaling/shifting the data with the help of some context information is

called data scaling conflict.

Sometimes, when data representation conflict cannot be resolved between the two services,

the reason could be that there exists data scaling conflict that is actually resolvable. Therefore, it

should be ensured that the mediation process is discontinued only after both data representation

and data scaling conflicts cannot be resolved on the attributes.

The most important part of resolving data scaling conflicts is being able to identify that the

conflict exists, from the data available in the inputs to the translator WS. The values of model ref-

erences for attributes, MRA, are solely used for this purpose. Here is an example of two services

that have data scaling conflicts and how they are resolved.

WS1: Object {(Length, Width), (Float, Float)}

WS2: Object {(Length, Width), (Float, Float)}
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Suppose the model reference of both attributes in WS1 points to an URI

“http://sweet.jpl.nasa.gov/2.0/sciUnits.owl#meter”

and the model references of both attributes in WS2 are

“http://sweet.jpl.nasa.gov/2.0/sciUnits.owl#centimeter”

The sciUnits ontology is part of SWEET (Semantic Web for Earth and Environmental Terminology)

[6] ontologies. The sciUnits in particular is useful for resolving data scaling conflicts when pro-

grammatically parsed and reasoned efficiently.

Using an ontology reasoner like Pellet [43] or HermiT [47], it can be inferred that ’meter’ and

’centimeter’ are representing the same kind of data and therefore there is a data scaling conflict

present. Furthermore, one value can be converted to another using a definite scaling factor. To

summarize, once the data scaling conflict is identified with the help of model references, then

the messages can be mapped by incorporating the scaling factors (if available from the model

reference) in the transformation rule set.

4.2 CONCEPT LEVEL CONFLICTS

The resolution of concept level incompatibilities is explained in this section.

4.2.1 NAMING CONFLICTS

The identification and resolution of naming conflict for concepts is done in the same manner as

done in naming conflicts for attributes discussed previously. An example for Web services having

naming conflicts in concepts is given below.

WS1: Institution {(Name, Population), (String, Int)}

WS2: University {(Name, Population), (String, Int)}

Though ’Institution’ and ’University’ have the same meaning, since they have different labels

the two Web services will be rendered as not composable. To avoid this, the concept names are

checked to see if they are synonyms of one another with the help of a lexicon, dictionary etc.
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4.2.2 SCHEMA ISOMORPHISM CONFLICTS

In the example for Web services having a schema isomorphism conflict as given below, the con-

cepts ’Institution’ and ’University’ are identified to be semantically similar.

WS1: Institution {(Name, AptNo, StreetAddr, City, Zip), (String, String, String, String, String)}

WS2: University {(Name, Address), (String, String)}

However, they have an unequal number of attributes. By common knowledge, we know that the

WS1 attributes ’AptNo’, ’StreetAddr’, ’City’ and ’Zip’ together has to be matched to the attribute

’Address’. This could be automated if there was a machine understandable model representing that

’Address’ is composed of ’AptNo’, ’StreetAddr’, ’City’, ’State’ and ’Zip’. Ontologies are used to

represent concepts and can be used for this purpose. Consider the following attributes in WS2 and

their corresponding SAWSDL model references:

(AptNo, http://daml.umbc.edu/ontologies/ittalks/address#aptnumber),

(StreetAddr, http://daml.umbc.edu/ontologies/ittalks/address#street),

(City, http://daml.umbc.edu/ontologies/ittalks/address#city),

(Zip, http://daml.umbc.edu/ontologies/ittalks/address#zip).

For the attribute ’Address’ in WS2, the SAWSDL model reference is

http://daml.umbc.edu/ontologies/ittalks/address#Address

Using a reasoner on theAddress ontology [2], it can be found that ’apt number’, ’street’, ’city’,

’zip’ are datatype properties for the class ’Address’. In Fig. 4.1, we show an OWL individual of

the ’Address’ class. Based on this, it is safe to conclude that the values of attributes ’AptNo’,

’StreetAddr’, ’City’, ’Zip’ from WS1 can be concatenated and assigned to the attribute ’Address’

in WS2. The values are concatenated with comma separations in between them.

The SAWSDL lifting and lowering schema mappings can be used for mapping the attributes

too but they have not been used in the work for this thesis. The method is the same if the attributes

were associated as object properties instead of datatype properties.
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Figure 4.1: Instance of the ’Address’ class from the Address ontology

Suppose WS1 and WS2 were swapped with the attributes having the same SAWSDL model

references as before:

WS1: University {(Name, Address), (String, String)}

WS2: Institution {(Name, AptNo, StreetAddr, City, Zip), (String, String, String, String, String)}

In this case, the value of ’Address’ needs to be split based on a delimiter and the substrings

have to be assigned to the attributes ’AptNo’, ’StreetAddr’, ’City’, ’Zip’.

Consider the following example for another type of schema isomorphism between two Web

services that involve information about people:

WS1: Person {(Name, ID, Phone, WorkEmail, PersonalEmail), (String, String, String, String,

String)}

WS2: Person {(Name, ID, Phone, Email), (String, String, String, String)}

The attributes, ’Name’, ’ID’, ’Phone’ fromWS1 can be matched and mapped to their namesake

attributes in WS2. We know that the attributes ’WorkEmail’ and ’PersonalEmail’ (in WS1) are

types of ’Email’ (in WS2). This can be seen as a class-superclass relationship. Again, we need a

machine understandable model that represents this relationship and ontologies can be used for this

purpose.

The model references for the attributes involved are:

(WorkEmail, http://daml.umbc.edu/ontologies/ittalks/person#workEmail),
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(PersonalEmail, http://daml.umbc.edu/ontologies/ittalks/person#personalEmail),

(Email, http://daml.umbc.edu/ontologies/ittalks/person#Email).

Using a reasoner on the Person ontology [10], we would be able to infer that ’workEmail’

and ’personalEmail’ are subclasses of the ’Email’ class. In this case, either one of the values from

’workEmail’ or ’personalEmail’ in WS1 can be assigned to ’Email’ in WS2.

In some cases, it is not sufficient for the mediation to be based on the model references alone.

Suppose, there was no attribute called ’Email’ in WS2 in the above example and there was another

attribute called ’Title’ instead. Therefore, WS2: Person (Name, ID, Phone, Title). In a situation

where a wrong model reference has been provided to ’Title’,

For e.g., http://daml.umbc.edu/ontologies/ittalks/person#Email,

the mediation will still happen and the value of either ’workEmail’ or ’personalEmail’ will

wrongly be assigned to ’Title’ after mediation. Therefore, the attribute names are compared to

ensure that they are semantically similar with the help of WordNet [33] or with the help of a

similarity measure [26].

If WS1 and WS2 are swapped, then the mediation process becomes a little more complicated.

WS1: Information {(Name, ID, Phone, Email), (String, String, String, String)}

WS2: Information {(Name, ID, Phone, WorkEmail, PersonalEmail), (String, String, String, String,

String)}

’WorkEmail’ and ’PersonalEmail are subclasses of ’Email’ i.e. they are types of ’Email’. This

means that ’Email’ can take values of both ’WorkEmail’ and ’PersonalEmail’. However, ’WorkE-

mail’ or ’PersonalEmail’ cannot simply be assigned with values of ’Email’ without confirming the

definite type of subclass it belongs to.
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4.3 ABSTRACTION LEVEL INCOMPATIBILITIES

This conflict occurs when semantically similar entities are placed at different levels of abstraction

in different schemas. The different types of abstraction level conflicts and how we may resolve

them are given below.

4.3.1 GENERALIZATION CONFLICTS

In the example given below, ’Alumnus’ is a way of representing ’PhD Alumnus’ more generally.

WS1: PhDAlumnus {(Name, Dept, Email, Website), (String, String, String, anyURI)}

WS2: Alumnus {(Name, Dept, Email, Website, Type), (String, String, String, anyURI, String)}

Suppose, the SAWSDL model reference of “PhDAlumnus” is

“http://ebiquity.umbc.edu/ontology/person.owl#PhDAlumnus”

and that of “Alumnus” is

“http://ebiquity.umbc.edu/ontology/person.owl#Alumnus”.

In the person.owl ontology [52], “PhDAlumnus” is a subclass of the class “Alumnus”. Using

the subclass relationship between the two concept names, the conflict between the two concepts can

be resolved. However, this isn’t enough to resolve the generalization conflict because we should

also try to incorporate in WS2 that the ”type” of ”Alumnus” is ”PhD”. Therefore, generalization

conflicts in Web services are resolved if,

1. The concept C1 can be linked to the concept C2 through a subclass relationship. (To con-

firm that the concept names NC1 and NC2 are indeed semantically similar, homographic

similarity can be measured with the help of a standard similarity measure such as n-gram

similarity measure [26]).

2. After mediating all the attributes in WS1 and WS2, there is an attribute left in WS2 called

’Type’ that can be assigned with the value of NC1
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If the schema of WS1 and WS2 were swapped, the two Web services can still be mediated if

the new C1 is found to be a super-class of the new C2 and the ’Type’ attribute (now in the new

WS1) contains a value which is equal to the value of the new NC2. Unfortunately, this cannot be

implemented with the mediation model defined in this paper because we do not have access to the

actual instantiations (in this case the value stored in ’Type’) of the attributes inside the translator

WS.

4.3.2 AGGREGATION CONFLICTS

An example of aggregation conflict is:

WS1: UndergraduateStudent {(Name, ID, Dept, Email), (String, Int, String, String)}

WS2: StudentBody {(Name, ID, Dept, Email), (String, Int, String, String)}

A student body is made of undergraduate students, graduate students, etc. Thus, in the above

example, the concept C1 “UndergraduateStudent” is a division of concept C2 “StudentBody”. To

resolve this type of conflict, with the help of a lexicon like WordNet [33] it is first checked if NC2

is a holonym of NC1 or if NC1 is a meronym of NC2. For additional confirmation, it is checked

if the (SAWSDL) model reference MRC1 is pointing to a datatype or object property of the class,

the model reference MRC2. This is done because datatype properties and object properties are

often used to express the ’part-of’ relationship in ontologies. If WS1 and WS2 were swapped, the

mediation will not be possible for aggregation conflicts.

4.3.3 ATTRIBUTE-ENTITY CONFLICTS

Consider the following example again,

WS1: Resident {(Name, Address, Phone), (String, String, String)}

WS2: AreaInfo {(Resident, Address, Phone), (String, String, String)}

The concept in WS1, “Resident” is present as an attribute in WS2. Suppose, the attributes

“Address” and “Phone” can be mediated even if they have a data representation conflict, then the
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attributes left to be matched are “Name” in MS1 and “Resident” in MS2. It is safe to assume

that the attribute “Resident” is looking for a value of an identity or name of sorts. Thus, when an

attribute-entity conflict occurs, it can be resolved by:

1. First, mediating the attributes other than the attribute (say Ai) in MS2 whose name is similar

to the concept name in MS1

2. Now, if there is just one attribute remaining in MS1 whose name is semantically similar to

“Name” or “Identity” or “ID”, and if this attribute and Ai can be resolved of other attribute

level conflicts as well, then it’s instantiation is assigned to Ai

If Ai cannot be matched to an attribute in MS1, that is semantically similar to “Name” or

“Identity” or “ID”, or if there are one more attributes still remaining in MS2 after the match has

been made, then the two Web services cannot be mediated unless information from Mh can be

used. If WS1 and WS2 are interchanged, then the attribute-entity conflict is resolved by,

1. First, mediating the attributes other than the attribute (say Ai) in MS1 whose name is equal

the concept name in MS2

2. Now, if there is just one attribute remaining in MS2 whose name is semantically similar to

“Name” or “Identity” or “ID”, and if this attribute and Ai can be resolved of other attribute

level conflicts as well, then it is assigned with the instantiation of Ai

If Ai cannot be matched to an attribute in MS2, that is semantically similar to “Name” or

“Identity” or “ID”, or if there are one more attributes still remaining in MS2 after the match has

been made, then the two Web services cannot be mediated. Although, mediation might still be

possible by using data from Mh if it proves to be appropriate. The following section describes how

these conflicts are programmatically identified and resolved.
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4.4 RULE SET

The previous section described in detail, the different types of message-level heterogeneities and

how they maybe resolved. The examples given were simple cases portraying situations when one

particular conflict occurs between the Web services involved. In practical real world Web services,

there may be a combination of conflicts occurring. Any two Web services that require the assistance

of the mediator Web service will be examined for the occurrence of all the mentioned conflicts and

will be mediated if possible. The order in which the conflicts are looked for and are handled is

important in order to guarantee that one conflict does not undermine another leading to partial and

incorrect mediation, or concluding that mediation cannot be done in a case where mediation can

actually be performed. These pointers have been taken into consideration in this implementation.

We mentioned that the output of the translator Web service in case of successful mediation

between two Web services, is an XSLT file. The following passages describe how any basic XSLT

file transforms an XML file, thus providing an insight into how the translator WS constructs its

output (the XSLT file) and why it constructs it the way it does. Fig. 4.2 gives an example of

a simple XSLT file. Let the XML document on which, the above transformation is going to be

applied on, be:

<Student>

<Name>Adam</Name>

<Score>65.5</Score>

</Student>

When the execution engine reaches line 15 in the transformation, it creates an element called

“Student”. At line 16, an element called “Name” and at line 19, an element called “Grade” is

created inside the “Student” element. The value in the “select” attribute of the “apply-template”

function gives us the element from the input XML document to be processed. The transformation

rule to process this particular element/node can be found if it matches the value assigned to the

“match” attribute of an “xsl:template” element.
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Figure 4.2: Sample XSLT transforming an XML file containing information of a student

In the above example, to assign a value for the element “Name” once it is created for the output

document, the XSLT processor tries to process the element “Name” in the input document. At

line 25, it finds a template that matches and the transformation rule in provided at line 26. In this

particular example, the rule is pretty simple and the processor will just assign the current value of

the “Name” element to the output “Name” element. For the “Grade” element, the value will be

assigned by transforming the “Score” element of the input document based on the rules provided

in the template it matches with. The output of this transformation document on the given input is:

<Student>

<Name>Adam</Name>

<Grade>32.75</Grade>

</Student>
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If it is assumed that the given input XML document is the output SOAP message of a WS1:

Student (Name, Score) and, if WS2: Student (Name, Grade), then the XSLT document in Fig

4 could easily be conceived as the output of the mediator Web service trying to mediate WS1

and WS2. For any other two Web services that can be mediated, the transformation rules can be

automatically built using the same structure as the XSLT file above. The names of elements and

specific rules for transformation change depending on the Web services being used. The values for

names of elements come from the concepts and attributes names in the input to the translator WS

and the transformation rules are built dynamically by the translator WS based on what conflicts

exists between the two Web services in question. To understand this better, consider two Web

services,

WS1: Parameters {(Width cm, Height cm), (Float, Float)}

WS2: Area {(Width m, Height m), (Float, Float)}

Suppose name of WS1 is ParametersService and name of WS2 is AreaService, the transfor-

mation rules for this set of Web services returned by the translator WS is given in the Fig. 4.3

below:

Comparing the XSLT documents in Fig. 4.2 and Fig. 4.3, we can see that the underlying struc-

ture is the same and only the element names and their transformation rules are different and are

dependent on the Web services being mediated.

All types of concept level conflicts are handled first, starting with Naming conflicts. If a concept

level conflict exists and cannot be mediated, then there is no need for investigating the attribute

level conflicts at all. Given below is the sequence in which the various conflicts are checked for.

1. Check for concept level Naming conflicts

2. Check for Generalization conflicts

3. Check for Aggregation conflicts

4. Check for Attribute-Concept conflicts (within that check for 1-3)
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Figure 4.3: Transformation rules for mediating the ParametersService and the AreaService

5. If any of the conflicts in 1-4 exists and can be resolved, and if the number of attributes in

MS1 and MS2 are unequal, then check for Schema Isomorphism conflicts.

6. If the number of attributes inMS1 andMS2 are equal after steps 1-4 or 1-5 (after subtracting

the number of attributes that were mapped in step 5 through Schema Isomorphism conflict

check), then examine all the remaining attributes for attribute level Naming conflicts. Align

the semantically similar attributes of both Web services in the same order of sequence in the

variable arrays holding them.

7. If any of the conflicts in 1-4 exists and cannot be resolved or if any naming conflict among

the attributes cannot be resolved, then we quit the mediation process and conclude that the

two Web services cannot be mediated.
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8. If step 4 was completed successfully, then inspect the attributes for Data Representation

conflicts

9. Whether Data representation conflicts in the attributes is present or not, check if Data Scaling

conflicts are present

10. If the attribute level conflicts are also resolved, then the two Web services have been mediated

successfully.

If mediation was successful, then the transformation rules in XSLT are returned as the output

of the translator Web service.



CHAPTER 5

EVALUATION

We have described the implementation of the translator Web services in the previous chapters of

this thesis. To test the working of the translator Web service, a repository of test Web services was

created. The Web services in the repository were paired with one another. Between these pairs of

Web services exist one or more types of message-level heterogeneities. The translator Web service

mediates these conflicted Web services. Apart from this, we have also tested our translator Web

service on few real world Web services. The various case studies and how the mediator Web service

operates in each of them, is given below.

5.1 SYNTHETIC TEST CASES

In the case studies discussed below, the Web services are specified in the following format:

WSn: [NCn(MRCn) {NAni(NDni, RDni, MRAni)}]

Where,

n = 1 or 2 indicating it is either WS1 or WS2 NC = Concept Name MRC = Model reference

for Concept NA = Attribute Name ND = Attribute Datatype RD = Restriction on Attribute’s

Datatype MRA = Model reference for Attribute, and i = 1 to m, where m is number of attributes

present

The values for model references and restrictions exist or not depending on their presence in the

Web service’s specification. The other details are present in the case of all the Web services.

Case 1:

WS1: [Institution {Name (String), People (Integer), Address (String)}]

WS2: [University {Name (String), Population (Integer), Address (String)}]

39
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From observing the Web servicesWS1 andWS2, we know that only concept level naming con-

flicts and attribute level naming conflicts (on the attributes ’People’ and ’Population’) are present.

These conflicts are resolved with the help of WordNet [33] and now the Web services can success-

fully participate in a Web service composition.

Case 2:

Along with naming conflicts on the concept and an attribute (between attributes ’People’ and

’Population’), data representation conflict (on datatypes of attributes ’People’ and ’Population’)

and schema isomorphism (between attributes ’Address’ in WS1 and attributes ’City’ and ’State’ in

WS2) conflict also occur in this case. The naming conflicts are resolved with the help of WordNet

[33].

WS1: [Institution {Name (String), People (Int),

Address (String,, http://daml.umbc.edu/ontologies/ittalks/address#Address)}]

WS2: [University {Name (String), Population (Long),

City (String,, http://daml.umbc.edu/ontologies/ittalks/address#city),

State (String,, http://daml.umbc.edu/ontologies/ittalks/address#state)}]

The datatype of ’People’ is ’Int’ and that of ’Population’ is ’Long’. Since the range of an ’Int’

datatype falls within the range of ’Long’ datatype, there won’t be a problem in assigning the value

of the ’People’ attribute to the ’Population’ attribute. From Chapter 4.2.2, we know that a schema

isomorphism conflict may be resolved using the model references of the attributes involved.

Case 3:

WS1: [Dimensions {

Height Object(Float,, http://sweet.jpl.nasa.gov/2.0/sciUnits.owl#centimeter),

Width Object (Float,, http://sweet.jpl.nasa.gov/2.0/sciUnits.owl#centimeter)}]

WS2: [Area {

Height Object(Float,, http://sweet.jpl.nasa.gov/2.0/sciUnits.owl#meter),

Width Object (Float,, http://sweet.jpl.nasa.gov/2.0/sciUnits.owl#meter)}]
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Data scaling conflict exists between these two Web services. In the sciUnits.owl ontology, as

shown in Fig. 5.1 ’centimeter’ is defined as an instance of the class ’UnitDerivedByScaling’.

Figure 5.1: Excerpt from the sciUnits.owl showing the ’centimeter’ class

Using a reasoner, we obtain the value of the “derivedFromUnit” property which is “meter”.

Since the base unit for all measurement units are “meter” in this ontology, we can convert any

measurement to “meter” once we know the scaling factor. This can be obtained by traversing

to the instance “centi” shown in Fig. 5.2, and getting the value of the “hasPrefix” property for

“centimeter”.

Figure 5.2: Excerpt from the sciUnits.owl showing the instance, ’centi’

The property “hasValue” holds the scaling value and this is factored into the transformation

rules for converting the values of the attributes in WS1 from centimeters to meters for those in

WS2. Since “meter” is the base unit, if the value of the scaling factor>1, then a division function

is used as the operator during conversion and multiplication is used otherwise.

Case 4:

WS1: [Dimensions {

Height Object (Float,, http://sweet.jpl.nasa.gov/2.0/sciUnits.owl#kilometer),

Width Object (Float,, http://sweet.jpl.nasa.gov/2.0/sciUnits.owl#kilometer)}]

WS2: [Area {

Height Object (Float,, http://sweet.jpl.nasa.gov/2.0/sciUnits.owl#nanometer),

Width Object (Float,, http://sweet.jpl.nasa.gov/2.0/sciUnits.owl#nanometer)}]
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The two Web services in this example have a data scaling conflict similar to that in the previous

case. However, a difference arises when it comes to the transformation rules built for converting

the data in one unit of measurement to another. Since “meter” is the base unit, it is easy to convert

a value from any other unit of measurement to “meter” and vice-versa. Suppose neither of the

two attributes concerned have data represented in units that is a base unit, then the mediation is

performed by first converting the value of the attribute in WS1 to “meter”, and then converting

that value to the actual unit required by the attribute in WS2. For this example, the sequence of

conversions would be “kilometer” to “meter” and then “meter” to “nanometer”.

Case 5:

WS1: [PhDAlumnus (http://ebiquity.umbc.edu/ontology/person.owl#PhDAlumnus) {

Name (String), Dept (String),

WorkEmail (String,, http://daml.umbc.edu/ontologies/ittalks/person#workEmail),

PersonalEmail (String,, http://daml.umbc.edu/ontologies/ittalks/person#personalEmail)}]

WS2: [Alumnus (http://ebiquity.umbc.edu/ontology/person.owl#Alumnus){

Name (String), Dept (String), Type (String),

Email (String,, http://daml.umbc.edu/ontologies/ittalks/person#Email)}]

When the mediator Web service is checking these two web services for potential conflicts,

it would discover that generalization conflicts (between PhDAlumnus and Alumnus) and schema

isomorphism conflict (between attributes ’WorkEmail’ and ’PersonalEmail’ in WS1 and ’Email’

in WS2) are existing. Based on the resolution techniques described in Chapter 4.3.1, the mediator

Web service will know that this generalization conflict is resolvable because of the subclass-class

relationship between the model references of the conceptC1 and the conceptC2. The value ofNC1

= “PhDAlumnus” will be assigned to the ’Type’ attribute inWS2. Using a reasoner on the ’person’

ontology, the translator Web service will be able to infer that ’workEmail’ and ’personalEmail’

are subclasses of the ’Email’ class, and will assign either one of the values from ’workEmail’ or

’personalEmail’ in WS1 to ’Email’ in WS2.
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Case 6:

WS1: [UndergraduateStudent (http://ebiquity.umbc.edu/ontology/person.owl#BSStudent)

{FirstName (String,, “http://ebiquity.umbc.edu/ontology/person.owl#firstName”),

LastName (String,, “http://ebiquity.umbc.edu/ontology/person.owl#lastName”),

Dept (String), Email (String), Website (anyURI)}]

WS2: [StudentBody (http://ebiquity.umbc.edu/ontology/person.owl#Student) {

Name (String,, “http://ebiquity.umbc.edu/ontology/person.owl#Person”),

Dept (String), Email (String), Website (String)}]

Aggregation conflict exists between the concepts ’UndergraduateStudent’ and ’StudentBody’

and this is resolvable. Schema isomorphism conflict occurs between attributes ’FirstName’ and

’LastName’ in WS1 and the attribute ’Name’ in WS2. Using the model references of these

attributes, this conflict can be resolved using the techniques provided in Chapter 4.2.2. Data rep-

resentation conflict (between the datatype of attributes ’Website’ and ’Website’)is present and

based on Chapter 4.1.2, the mediator Web service will derive that the value of an attribute whose

datatype is ’anyURI’ can be assigned to an attribute whose datatype is ’String’.

Case 7:

WS1: [UndergraduateStudent (http://ebiquity.umbc.edu/ontology/person.owl#BSStudent)

{Name (String,, “http://ebiquity.umbc.edu/ontology/person.owl#Person”),

Dept (String), Email (String), Website (String)}]

WS2: [StudentBody (http://ebiquity.umbc.edu/ontology/person.owl#Student) {

Name (String,, “http://ebiquity.umbc.edu/ontology/person.owl#Person”),

Dept (String), Email (String), Website (String)}]

The WS1 and WS2 from case 6 are swapped for this case. A student body is comprised of

undergraduate students, graduate students, etc. Therefore, all undergraduate students are students

but not all students are undergraduate students. Based on this, the translator Web service declares

that these two Web services cannot be mediated.
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Case 8:

WS1: [Resident {Name (String), Address (String), Phone (String)}]

WS2: [AreaInfo {Resident (String), Address (String), Phone (String)}]

The concept ’Resident’ in WS1 is an attribute in WS2. The translator Web service will identify

this as a case of an attribute-entity conflict and will try to mediate the two Web services. This

particular example of attribute-entity conflict is resolvable. After matching all the other attributes,

we will be left with ’Name’ in WS1 and ’Resident’ in WS2. Using the techniques described in

Chapter 4.3.3, the value of the ’Name’ attribute is assigned to ’Resident’

Case 9:

WS1: [Institution {Name (String), Population (Integer), Address (String)}]

WS2: [Community {Name (String), Population (Integer), Address (String)}]

The concept names of the two Web services are different and their attributes have no conflicts

between each other. This makes it seem like there exists a concept level naming conflicts between

WS1 and WS2 which can be resolved using a lexicon like WordNet [33]. However, with the help

of WordNet [33], it is discovered that these two concept names are not synonyms of each other.

Hence, these two Web services cannot be mediated.

5.2 REAL WORLD TEST CASES

The translator Web service mediates the created pairs of synthetic Web services successfully. As

an additional evaluation step and for impartial evaluation, we have tested our translator Web ser-

vices on four of the real world Web services mentioned in the evaluation section in [36]. These

real world Web services along with the in-house ’investment assistant’ Web service built by the

Nagarajan et al [36] was recreated with some modifications to the WSDLs, and stored locally

in our repository. The concept names NC of all these Web services are assigned with the same

value to prevent the declaration of the Web services as irreconcilable based on just the concept-

level naming conflicts. The ’investment assistant’ Web service is used as WS2 for all the test
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cases discussed in this section. The input message schema for the ’investment assistant’ [36] is

given in Fig. 5.3. The attributes are annotated using the LSDIS Finance ontology whose URI is

“http://lsdis.cs.uga.edu/projects/meteor-s/wsdl-s/ontologies/LSDIS Finance.owl”.

Figure 5.3: Excerpt from the WSDL of investmenthelper showing its input message schema. The
Ontology refers to the LSDIS Finance ontology

We will now discuss the different case studies based on the real-world Web services and how

the translator operates in those cases. In all the examples, Ontology refers to the LSDIS Finance

ontology.

Case 10:

WS1: [StockQuote {

CompanyName (string,, Ontology#shareOf),

StockTicker(string,, Ontology#stockSymbol),

StockQuote (string,, Ontology#StockQuote),

CurrentPrice (int,, Ontology#price),

Change (string,, Ontology#changeInValue),

OpenPrice (int,, Ontology#open),

DayHighPrice (string,, Ontology#high),

DayLowPrice (int,, Ontology#low),
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Volume (string), MarketCap (string),

YearRange (double,,Ontology# 52WeekChange)}]

There is a data representation conflict present since all the attributes of WS1 are of ’String’

type whereas the datatypes of the attributes in WS2 are numeric. Based on the resolution tech-

niques in Chapter 4.1 along with comparison of the model references of the attributes, this con-

flict is resolved. By observing the model references of the attributes ’YearRange’ in WS1 and

’year high’ in WS2, we know that schema isomorphism conflict occurs. The translator Web ser-

vice resolves this using the technique presented in Chapter 4.2. We assume that the data for the

attributes bid quantity and investAmount are obtained from Mh. The URI of the original Web

service is “http://www.webservicex.net/stockquote.asmx?wsdl”.

Case 11:

WS1: [StockQuote {GetStocksXMLSchemaResult (string,,Ontology#StockQuote)}]

All the attributes inWS2 cannot be matched to attributes inWS1. Therefore, this case cannot be

mediated. The URI of this Web service is “http://gama-system.com/webservices/stockquotes.asmx?wsdl”.

Case 12:

WS1: [StockQuote {

StockSymbol(string,, Ontology#stockSymbol),

CurrentPrice (decimal,, Ontology#price),

LastTradeDateTime (dateTime),

StockChange (decimal,, Ontology#changeInValue),

OpenAmount (decimal,, Ontology#open),

DayHigh (decimal,, Ontology#high),

DayLow (decimal,, Ontology#low),

StockVolume (int), MarketCap (string),

PrevCls (int), ChangePercent(string), FiftyTwoWeekRange(string,, Ontology# 52WeekChange),
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EarnPerShare (string,, Ontology#earning per share),

PE (int), CompanyName (string,, Ontology#shareOf),

QuoteError (boolean)}]

Data representation conflict occurs between the attributes ofWS1 andWS2. However, they are

all resolvable using the techniques described in Chapter 4. The naming conflicts are resolved using

linguistic aids. A schema isomorphism conflict exists between the attribute ’FiftyTwoWeekRange’

in WS1 and the attribute ’year high’ in WS2 which is also resolved using the methods explained

in Chapter 4.2. We assume that the data for the attributes bid quantity and investAmount are

obtained fromMh. The URI for this Web service is “http://ws.cdyne.com/delayedstockquote/delayedstockquote.asmx?wsdl”.

Case 13:

WS1: [StockQuote {

Symbol(string,, Ontology#stockSymbol),

CompanyName (string,, Ontology#shareOf),

Date (string), Time (string),

Open (double,, Ontology#open),

High (decimal,, Ontology#high),

Low (decimal,, Ontology#low),

Current Price (decimal,, Ontology#price),

Volume (int), Change (double,, Ontology#changeInValue),

PercentChange (double), Previous Close (string),

Bid(string), Bid Size(string,, Ontology#quantity),

Ask(string), Ask Size(string),

Low 52 Weeks (string,, Ontology#fifty two week low),

High 52 Weeks (string,,Ontology#fifty two week high)}]

There are data representation conflicts present between some of the attributes inWS1 andWS2.

They are all resolvable based on the explanation provided in Chapter 4.1. Attribute-level naming
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conflicts are resolved with the help of a similarity measure [26]. There exists schema isomorphism

conflict between Low 52 Weeks and High 52 Weeks of WS1 and year high of WS2 which is

also resolved like in the previous cases, using the techniques in Chapter 4.2. The URI of this Web

service is “http://xignite.com/xquotes.asmx?wsdl”.

5.3 DISCUSSION

Using all the information available to it, the conditions under which any message-level conflict can

be resolved using the translator Web service was described in Chapter 4. So, if those conditions

prevail when the translator Web service is trying to mediate a pair of Web services, then it should

indeed mediate these two Web services. During mediation, the output message ofWS1 is converted

to the format of the input message of WS2. This means that the converted message can be used to

invoke WS2. Therefore, the receipt of the output message from WS2 can be used to evaluate the

performance of the translator Web service.

For the cases discussed in Chapter 5.1, the translator Web service successfully mediates the two

Web services involved in every case where mediation is possible. The Web services in cases 1, 2, 5,

6 and 8 of Chapter 5.1 provide simple functionality and the input and output message schemas of a

Web service are made to exactly match. The data in the output message of WS1, input and output

messages of WS2 are compared and found to be the same. In cases 3 and 4 that exemplify data

scaling conflicts, the WS2 returns the area calculated as the product of the two attribute values.

Based on the output message data from WS1 and the scaling it needs, it is found that the WS2

returns the correct area value in both cases.

If the two Web services that require mediation can successfully be mediated, then the translator

Web service returns the transformation rules as a string which is later stored as an XSLT document.

If the Web services cannot be mediated, then the rule set should be empty. Since a Web service

cannot return a null value as the output, the translator Web service is set to return the string “Cannot

be mediated”. In cases 7 and 9 where the mediation cannot be performed, this value was returned.



CHAPTER 6

CONCLUSION AND FUTURE WORK

With the resolution of message-level heterogeneities between Web services, the number of func-

tionalities delivered through Web service compositions will increase significantly. The data medi-

ation problem model facilitates transforming at the element level instead of having to match the

schemas through complicated schema matching processes. The implemented translator Web ser-

vice is able to successfully mediate resolvable conflicts between any two Web services based on

what information is available. The suggested improvements include modifying the data mediation

model and the implementation to overcome the problems discussed below.

The mediator WS is unable to mediate Web services in cases where the mediation is depen-

dent on the data rather than just the message schema. For example, the current resolution of data

representation conflicts is solely based on the allowed sizes of the datatypes involved. Due to this

reason, many situations that appear to be logically resolvable office, are declared otherwise by the

translator Web service.

For every case study, individual compositions (of WS1, translator WS and WS2) had to be

created because, in the implementation with Java, attention have to be paid to low level details such

as explicit data conversion, preparing the messages for invocation of the individual Web services,

error handling etc. Manually creating the composition for every pair of Web services requiring

mediation weakens the purpose of a translator Web service that can create mappings dynamically.

A vain attempt was made, to create just one composition for any pair of Web services, using

the Java Reflections API. The XSLT transformation returns the transformed message as an XML

structure and while preparing the message for invocation of WS2, the XML is parsed to obtain

the values of the attributes. All the data obtained after parsing are treated as ’String’ by Java, and
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they have to be manually converted to the appropriate datatype of the attribute that they are going

to be assigned to. This prevented the creation of a universal composition using Java Reflections.

With some improvements and when integrated into a Web service composition framework, this

approach will prove to be a superior automatic mediator system.
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